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ABSTRACT
A new development of smart-home systems is to use mobile apps
to control IoT devices across a Home Area Network (HAN). As ver-
i�ed in our study, those systems tend to rely on the Wi-Fi router to
authenticate other devices. �is treatment exposes them to the at-
tack from malicious apps, particularly those running on authorized
phones, which the router does not have information to control. Mit-
igating this threat cannot solely rely on IoT manufacturers, which
may need to change the hardware on the devices to support encryp-
tion, increasing the cost of the device, or so�ware developers who
we need to trust to implement security correctly. In this work, we
present a new technique to control the communication between the
IoT devices and their apps in a uni�ed, backward-compatible way.
Our approach, called HanGuard, does not require any changes to the
IoT devices themselves, the IoT apps or the OS of the participating
phones. HanGuard uses an SDN-like approach to o�er �ne-grained
protection: each phone runs a non-system userspace Monitor app
to identify the party that a�empts to access the protected IoT de-
vice and inform the router through a control plane of its access
decision; the router enforces the decision on the data plane a�er
verifying whether the phone should be allowed to talk to the device.
We implemented our design over both Android and iOS (> 95% of
mobile OS market share) and a popular router. Our study shows
that HanGuard is both e�cient and e�ective in practice.
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1 INTRODUCTION
�e pervasiveness of Internet of�ings (IoT) devices has brought in
a new wave of technological advances in home automation. Accord-
ing to Gartner [29], 6.4 billion IoT devices will be online in 2016,
among which a signi�cant portion are smart-home systems like
smart thermostats [37, 61], �tness trackers, refrigerators, etc., and
the number is expected to go above 20 billion by 2020. Examples of
such devices include: the Belkin NetCam [13], a camera for stream-
ing surveillance video to a mobile phone; the iBaby monitor [38],
a device for remote babysi�ing; the Family Hub refrigerator [70],
which enables online checking of the fridge’s contents. Increas-
ingly, these devices are designed to communicate not only with
their servers in the cloud but also with other IoT devices and the
user’s phone over the Home Area Network (HAN), which is typ-
ically built around a Wi-Fi router. For example, Nest Protect Fire
sensors [60] are capable of propagating an alarm across multiple
sensors installed in di�erent rooms of a house. For the convenience
of management, such interconnected IoT equipment o�en relies on
the secure connections of HAN (Wi-Fi authentication) for protec-
tion and trusts all the computing systems on the same network. �is
treatment, however, completely exposes the device to the a�acks
from compromised local systems, a threat becoming increasingly
realistic.

Menace of local threats. Indeed, it has been reported that high-
pro�le WiFi-enabled smart home devices, including the WeMo
Switch and motion sensor [15, 45, 62, 79, 80], Belkin NetCam [71],
baby monitoring devices [82, 85, 86] and smart light bulbs [32], are
all vulnerable to a local a�ack: an adversary within the same HAN
is shown to be able to control those devices or steal sensitive user
information, e.g., live video streams [71], from them. Several studies
further reveal that this is possible since such devices have poor—or
no–authentication mechanisms [3, 35, 36, 46, 52, 63, 64, 73, 95] and
therefore easily fall prey to a local a�acker.
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Defending against such a�acks becomes particularly challeng-
ing when the IoT devices are controlled by phones: once the same
phone also carries malware (even when the app has nothing but
the network privilege), protecting the device it controls becomes
impossible at the network level, as the phone is completely legiti-
mate to access the device though the malicious app running on it is
not. Given the high smartphone penetration rates [67], the millions
of available mobile applications on both o�cial and third-party
markets [83], and the ease of distribution of such applications 1,
devices that can be reached through mobile apps can also become
an easy target to adversaries. Unfortunately, such adversaries are
not only realistic; they are on the rise [55, 66, 72]. Because of that
they become the main subject of study of many other academic
works [11, 34, 97, 99] while concerns are also raised on public com-
munication channels [40, 65, 81]. In our research we veri�ed that
IoT vendors tend to trust the local network (Section 2). �is makes
them vulnerable to a mobile adversary as we illustrate with a�acks
on real-world IoT devices, including theWeMo Switch,WeMo Mo-
tion,WeMo in.sight.AC1 and My N3rd. �e demos of these a�acks
can be found on a private website [7].

Addressing the issue here cannot solely rely on device manufac-
turers: business factors such as time to market and keeping the cost
of the device low but also operational factors such as low power
consumption, lead to the production of devices without encryption
capabilities [88]. In such cases, response to threats can only be
reactive and it would entail manufacturing a new version of the
device which would still leave users with the old version suscepti-
ble to a�acks. To make things worse, device manufacturers can be
slow in responding [22, 69] to security and privacy threats. Router
vendors have already identi�ed this threat. New hubs and routers
pushed onto the market are increasingly armed with various IoT
protections (e.g. Microso� Azure IoT hub [56], Google’s OnHub
router [33]. Integrating protection and management capabilities in
the router has signi�cant bene�ts as the infrastructure is already in
place in most households and it enables uni�ed policy management.
However, as mentioned above, security control at the router level
cannot succeed without knowledge of the OS-level situation within
an authorized mobile phone, particularly whether a request to a
target device comes from its o�cial app or an unauthorized party.
Fundamentally, a practical solution to the problem needs to bridge
the gap between the OS-level observation (apps making network
connections on a phone) and the network-layer view (requests from
the phone for accessing an IoT device), with minimum modi�ca-
tions on the HAN infrastructure and all the systems involved.

Situation-aware device access protection. A simple solution to
the problem is just inferring the identity of the app communicating
with an IoT device according to its tra�c �ngerprint. �is approach,
however, is unreliable and can be easily defeated by, for example,
a repackaged app that closely mimics the authorized program’s
communication pa�erns. Also, individual apps’ �ngerprints need
to be reliably generated, deployed and continuously updated, and
further to be checked on the router against each communication
�ow it observes, which adds cost to both the router developer
and the user. In this paper, we present a di�erent approach, a new
technique that achieves �ne-grained, situation-aware access control

1Android applications can be self-signed.

of IoT devices over a home area network. Our approach, called
HanGuard, distributes its protection logic across mobile phones and
the Wi-Fi router for jointly constructing the full picture of an IoT
access a�empt during runtime, which is then utilized to control
the access on the network layer. More speci�cally, on the phone
side, the information about the app making network connections
is collected and passed to the router; on the router side, security
policies are enforced to ensure that only an authorized app can
touch a set of functionalities the device provides. In this way,
malware on network-authenticated phones can no longer endanger
the operations of the IoT devices, even when the IoT devices are not
equipped with proper authentication and encryption protection.

HanGuard is designed to directly work on the existing HAN
infrastructure, without modifying mobile operating systems or
IoT devices. To deploy the system, one only needs to install a
Monitor app with non-system privileges on mobile phones and
update the �rmware of the Wi-Fi router with a security patch. A
key technical challenge here is how to gather situation information
(processes making network connections) on mobile phones, which
is not given to a third-party userspace app on both Android and iOS.
Although all these systems provide VPN support, the app using
the service still cannot observe the process generating tra�c and
will signi�cantly slow down the network communication of the
whole system (Section 3.2). To address the issue, we leverage side
channel information for lightweight discovery of runtime situation
on Android and utilize the VPN to only mark out authorized apps’
tra�c on iOS (Section 3.2). Such information is then delivered to the
router through a separate control channel, which is synchronized
with the tra�c generated by the app (over a data channel) and used
by the router to determine whether the communication should be
allowed to proceed.

We implemented our design over both Android and iOS which
cover more than 95% of the mobile OS marketshare [39], and a
TP-Link WDR4300v1 Wi-Fi router. Our evaluation shows that
HanGuard easily identi�ed and blocked all unauthorized a�empts
to access IoT devices with negligible overhead in the common case.
Our contributions. We summarize our contributions below:
• New understanding. We found that IoT vendors treat the HAN as
a trusted environment which leaves them vulnerable to malicious
apps in the HAN. We demonstrate how a weak mobile adversary
can exploit this with real-world a�acks on popular devices.
•New system techniques. We developed HanGuard, the �rst practical
and backward compatible protection against mobile app a�acks
on smart-home devices. To the best of our knowledge we are the
�rst to use phones as Monitors for local area SDN. Our design can
have applications in enterprise se�ings, peer-to-peer networks and
others.
• Implementation and evaluation. We implemented HanGuard on
both Android and iOS phones (> 95% of the mobile OS market
share), and a commercial router, and evaluated it against a�acks on
real-world IoT devices and on various performance metrics. Our
study demonstrates the practicality and e�cacy of the new system.

Roadmap. Section 2 presents our study on popular smart-home
devices; Section 3 presents HanGuard and Section 4 our evaluation;
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Section 5 reviews related prior research and we conclude our work’s
presentation in Section 6.

2 SECURITY OF SMART-HOME DEVICES
We performed an analysis of IoT devices and demonstrate the secu-
rity implications stemming from a mobile adversary. Our �ndings
informed HanGuard’s design decisions.

Methodology. One approach for our study would be to investigate
the IoT devices’ �rmware. �at would entail—a�er identifying such
devices–�nding images of their �rmware or, for each device, buying
the device and extracting its �rmware. Subsequently, each �rmware
needs to be analyzed, which is a non trivial task [20]. However,
most of these devices are now controlled by mobile apps. �us their
control mechanisms can be examined by analyzing the apps instead
of the �rmware. Note that, our approach has multiple bene�ts over
analyzing �rmware: (1) we can easily acquire Android apps, (2)
there is no monetary cost, (3) it is generally easier and faster to
analyze mobile apps than an embedded device’s �rmware.

To discover Android apps for IoT devices, we searched for them
at Google Play using keywords such as “home automation” and
“internet of things”. �is, turned out to be not very e�ective: through
manual inspections of search outcomes, we found that many apps
identi�ed this way were not related to any IoT systems and in
the meantime, popular IoT apps fell through cracks. Our solution
is to crawl iotlist.co, a popular site for discovering IoT products.
From the list, the crawler we ran collected the meta-data of 353
products, including “Title”, “Description”, “Product Url”, “Purchase
Url” and others. Such data was further manually checked to identify
a list of package names for the o�cial apps of these devices. Our
crawler used this list to download the apps and their meta-data
from the Play store. Out of the 353 products, we found that 63%
(223) of them have apps on Google Play, 2% (7) are iOS only and
the rest are mostly un�nished products (listed on kickstarter.com
and indiegogo.com) or are no longer available. �is indicates that
indeed most IoT devices today are controlled by smartphones. We
further used popular reverse engineering tools (e.g. apktool [94],
dex2jar [30]) to facilitate manual inspection of their source code.

Focus on home automation IoT. To be�er understand the oper-
ations of smart home devices, we manually went through (1) the
meta-data of the collected products, (2) their online documenta-
tions and websites, and (3) through their apps’ source code when
available. Figure 1 illustrates our manual categorization of the
IoT products based on their functionality. Note that the Wear-
ables category (31%) embodies mostly �tness and location trackers,
smartwatches and personal medical devices. We call such devices
personal devices; these commonly use Bluetooth to connect to a
smartphone app. Previous work has already studied the security
of personal devices, they found problems with encryption and au-
thentication and proposed solutions [24, 59]. From the �gure, we
can also see that most of the listed IoT devices (55%) are smart
home automation/entertainment/security/hub systems, which are
the focus of our study. We call these shared devices. Such devices
could directly bene�t from an access control scheme built within
the HAN. Previous work on shared devices, was focused on a single
IoT integration platform (hub) [26, 27].

2%3%5%

8%

9%

13%

29%

31%
Automotives (2%)
Gardening (3%)
Home Entertainment
Hubs
Other
Home Security
Home Automation & Appliances
Wearables

Figure 1: IoT product functionality categorization.

Focus on local connections. Prior research already demonstrated
that the interaction between smartphone apps and the cloud is
alarmingly unguarded [18, 92]. On the other hand, the local commu-
nication between the apps and the devices is not as well understood.
In fact it is unclear whether app developers and IoT device manufac-
turers treat the local network and everybody connected to it as trusted
entities andwhether such treatments leave the devices susceptible to
a�acks from both local adversaries and remote adversaries that gain
access to the HAN. Moreover, even though it has been reported that
IoT devices come with serious problems [3, 35, 36, 46, 52, 64, 73, 95],
li�le has been done to understand the security risks stemming
from malicious mobile apps. �is is particularly important since,
IoT devices are controlled by apps which send commands either
through the cloud or the local network. Here, we aim to bridge
these gaps in knowledge. Our �ndings build on to the existing
evidence which collectively support the need for a uni�ed security
and management system built within the HAN to safeguard today’s
smart-home devices.

In particular, our IoT application study aims to achieve the fol-
lowing goals: (a) Find out whether vendors and developers of WiFi
smart home devices/apps erroneously treat the home area network
as a trusted environment; (b) Find out whether a mobile adversary
can take advantage of such a problematic trust model to a�ack local
smart home devices in practice.
(a) HAN Trust Model. We performed a statistical signi�cance
test focused on the following null hypothesis (N0): HAN apps with
only remote connections are equally likely to perform authentication
compared to HAN apps with only local connections. To answer this
question we separated our collected IoT apps into two groups. Apps
with only remote connections and apps with only localWiFi connec-
tions. We used 55 unique Android applications with WiFi/Internet
only connections to HAN IoT devices.

To separate the apps into the two groups, we manually went
through (1) their online documentations and websites, (2) public
forums, and (3) their Java Android code. We found that 22 (40%)
do perform some internet socket connection with local discovered
devices or �xed local IPs. 25 (45%) were found without local WiFi
connections, 5 (9%) we could not determine, for 2(4%) decompilation
failed, and 1 (2%) was by that time removed from Google Play. For
each of the 2 sets (local; no local) we analyzed them further to
discover whether they perform any authentication. For the ones
that perform only remote connections, we used a parsing tool that
searches for password requests in the layout �les of the apps. We
then manually veri�ed the existence/absence of a password request.
We found that all these apps do perform authentication.

For the 22 apps with local WiFi connections we could not simply
use the above tool since it would reveal li�le to no information on
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whether a password is used for a connection with the IoT device
or the cloud. �us we manually went through their code looking
for network API calls responsible for local connections (e.g. cre-
ation of sockets connecting to local IPs, or UPnP discovery). We
examined the calls to such APIs and found that 9 of the apps do not
authenticate to the IoT device.

To determine whether apps with local connections are less likely
to perform authentication one could perform a �2-test of indepen-
dence. In our case this was not suitable due to the small absolute
number of relevant available apps derived from iotlist.co. We in-
stead used the Fisher’s exact test [28]—a common approach to
derive statistically signi�cant results when the sample size is small.
We performed the test [17] on our null hypothesis (N0). A 2-sided
P value less than 0.05 was considered signi�cant. �e test yielded a
2-sided P-value of 0.00036 < 0.05 and thus we can reject N0. �ere-
fore, we can con�dently say that HAN apps with local connections
are less likely to get authenticated by IoT devices. �is validates an im-
portant intuition that IoT vendors consider the HAN to be a trusted
environment. However, given the fact that phones are an integral
part of such a network and that phones can carry self-signed apps
from third-party markets, this treatment becomes detrimental to
the security of HAN IoT devices.
(b)�e mobile adversary threat. �e previous �nding is partic-
ularly alarming. Next we wanted to validate that a weak mobile
adversary can take advantage of this problematic trust model and
trivially compromise smart home devices. Towards this end, we
cherry-picked four devices with local connections and authentica-
tion issues and performed real-world, practical a�acks. �e devices
we picked are listed on Table 1. Our targets include the WeMo
Switch and WeMo Motion [15], the WeMo in.sight.AC1 [14], and
My N3rd [57]. �e WeMo devices are examples of popular plug-
and-play devices. Just on Android, the o�cial app of the WeMo
devices was downloaded 100,000–500,000 times 2. Note that all the
WeMo devices are manufactured by a single vendor. By focusing
on three WeMo devices we want to showcase how an erroneous
trust model by a vendor can spread across various of its devices.
�is suggests that trusting the local network was a design decision
and not an implementation issue manifesting in an isolated device.
My N3rd, while not yet popular, it is chosen to showcase a new
category of do-it-yourself (DIY) devices. It allows one to connect it
to any other device enabling turning on/o� that device from the
My N3rd mobile app. Increasingly more such projects appear on
the market with Arduino-based projects taking the lead. While
exciting for users, such devices tend to inherit the problematic trust
model and allow an adversary to take full control of ones devices.
In our experiments we consider a mobile adversary that tries to
get unauthorized access to the IoT devices. �e mobile adversary
can perform an a�ack from an unauthorized phone, or from an
unauthorized app on an authorized phone 3. To test the above cases,
we use 2 Nexus phones. �e �rst one is assumed to be untrusted
and the second one is assumed to belong to one of the HAN users.
We then tried to access the target IoT devices using both phones.
Unfortunately we found that the adversary can trivially connect

2�is is a conservative number as people can download the app from alter-
native Android app markets or from iTunes for iOS devices.
3Note that the case of an unauthorized app on an unauthorized phone trivially reduces
to the �rst case we consider.

Table 1: Devices used in real-world attack demonstrations.

Target Device Description # App Installations
WeMo Switch Actuator 100K - 500K
WeMo Motion Sensor 100K - 500K
WeMo Insight Switch Actuator 100K - 500K
My N3rd Actuator 100 - 500

and control all devices. �e video demos of our a�acks can be found
online [7].

3 HANGUARD DESIGN & IMPLEMENTATION
Our previous �ndings (Section 2) highlight the need for an access
control system that can be integrated in home area networks with
minimal changes to the existing infrastructure, that is backward
compatible, independent of vendor and developer practices and
which allows the users the �exibility to manage and control who
should communicate to which device. In this section, we elaborate
on our design of such a system called HanGuard and its implemen-
tation over the HAN and mobile platforms.

3.1 Design Overview
Adversary model. As shown in Section 2, IoT devices are con-
trolled through smartphone apps. �ese devices are designed to
act blindly on the commands from authorized phones (based upon
their authentication with the HAN router). �is treatment becomes
increasingly problematic: while the smartphone may indeed belong
to a rightful user, the applications that it runs can come from less
known places (e.g., third-party app stores) and less trustworthy
developers (e.g., malware authors). Given smartphone penetra-
tion [67], prevalence and ease of distribution of mobile applica-
tions [83], adversaries can now �nd their way to the HAN through
a legitimate phone with minimal e�ort. Moreover—as demonstrated
in Section 2—given the erroneous threat model of today’s IoT de-
vices, which trusts all the requests issued from a trusted source
(a router or phone), such malicious applications can easily gain
unauthorized control of IoT devices (e.g. turning on/o� an actuator,
or reading the collected data of a sensor).

�warting such a�acks is inherently hard. A straightforward
solution is to implement a uni�ed security logic in the router, since
tra�c from applications to IoT devices goes through it. However,
the router alone does not have enough information to make any
application level access control decision. One could resort to traf-
�c �ngerprinting techniques to infer the application generating
the tra�c. �e approach can (1) be easily evaded by a malware
repackaged from an authorized app, (2) bring in false alarms and
(3) impacts the performance of the router.

HanGuard is designed to address the issue through bridging net-
work and application level semantics, associating an app’s identity
to its tra�c to enable a �ne-grained access control on IoT devices.
In the meantime, it does not modify both so�ware and hardware
of these devices, the operating systems of smartphones, and does
not make assumptions about the router hardware. For this purpose,
our adversary model is focused on the situation where a malicious
app is installed on a smartphone device authenticated to the HAN.
�e adversary is considered to already know the communication
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Figure 2: HanGuard high level architecture.

protocol used by the victim IoT device. We further assume that the
smartphone hosting the app has not been compromised at the OS or
hardware level, which limits the adversary to the user land, at the
app level. Note that though outside our adversary model, HanGuard
can also provide coarser-grained protection against guest phones
and compromised phones, remote adversaries and more traditional
WiFi a�acks. Due to space limitations and to avoid confusion, we
defer this discussion to the Appendix A.

Idea and architecture. Figure 2 illustrates the architecture of
HanGuard. Our design is partially inspired by so�ware de�ned
networking (SDN) (see [49] for a survey), which separates the net-
work tra�c (data) from its management (control). In the meantime,
HanGuard is meant to be easily deployed to today’s HAN. Serving
this purpose is a distributed security control architecture that in-
cludes a Controller on a HAN router for policy enforcement and
a Monitor on the user’s phone for collecting its runtime situation
and making access decisions (which are enforced by the router). To
avoid changing the mobile OS, the Monitor is in the form of a user-
space app. It detects the app making network communication and
its compliance with security policies, and then pushes the access
permit to the router’s Controller through a secure control channel
(Section 3.2). �e router utilizes that information to enforce the
policy (Section 3.3): only the tra�c with a permit from the Monitor
is allowed to reach IoT devices.

In essence, this design preserves the data channel within which
unmodi�ed information from smartphone apps is propagated to
the router, and creates an independent control channel for security
decisions. Such a separation, it comes with obvious performance
bene�ts: no extra headers to be processed by the router on a per
packet basis in the data channel. It can also guarantee that control
information is always transmi�ed through a secure channel, and
allows the router to further enforce policies and ensure, even in
periods of heavy congestion, that security decisions are delivered
in a reliable manner. In addition, our design allows for a clear
separation of tasks: the security policies can be easily managed
by the user through a mobile app interface; the router reduces to
simply enforcing the �ow decisions. �is keeps the router as simple
as possible and allows for readily updating the security logic with
a mere application upgrade.

Policy Model. HanGuard implements an RBAC (role-based access
control) policy model which leverages type-enforcement and multi-
category security primitives. It uses them in a unique way to create

policy rules, to protect smart-home devices. However, HanGuard
does not need security experts to create the policies; policies are
generated at runtime and transparently to the user. In particular,
the user is only expected to perform simple mappings between a
�nite set of IoT apps, IoT devices and HAN users. Default policies
are automatically created during setup to further reduce users’ bur-
den. HanGuard’s access control model parses such mappings and
assigns a category tag to each app and its respective IoT device.
Further, each IoT device is labeled with a type. Types can be orga-
nized in overlapping groups called domains. Each mobile phone is
assigned a role and each role can be con�gured to access a number
of domains. For example, the iBaby camera can be labeled with
the type “babyMonitor t”. A domain “cameras d” can be created to
encompass the “babyMonitor t” type device among others. Lastly,
the role of a HAN user’s phone (e.g. “Adult”) that is supposed to be
able to access the cameras, can be con�gured as eligible to access
the “camera d” domain and in extend the “babyMonitor t” type
device. �e relation between the role and the domain ensures that
an untrusted phone (e.g., a visitor’s phone) cannot touch protected
devices and even an authorized phone, once compromised, cannot
communicate with the IoT devices it is not supposed to talk to. At
the same time, and orthogonally to the type-enforcement scheme,
the iBaby camera and its o�cial app, can be assigned the category
“iBaby”. �e category here binds a speci�c app on a phone to the
device the phone is authorized to access. For example, the role
“Adult” can be con�gured to access the domain “cameras d”; while
that stipulates that the adult’s phone can control the baby cameras,
access is not granted unless the app on her phone and the actual
baby camera that it tries to reach are tagged with the same category.
Note that more than one category tags can be associated with a
domain. �is enables the generation of a policy rule which allows
an app to access multiple devices of the same type.

By default, a phone registered with the HAN is assigned the
role “HAN user”, which is allowed to access the “Home” domain.
�e la�er encompasses every newly installed IoT device (which is
assigned a unique type). However, the access can only succeedwhen
the app on the phone is given the same category tag as the device
it a�empts to reach. Such an app-device binding is established
when the app is used to con�gure the device, which is established
through a special device, a phone or a PC, that takes the role of
an Admin. �is role can con�gure the router, register other user
phones, access all domains and update security policies. During
a policy update, new domains, roles and access relations between
them can be generated. �e policy model also handles unregistered
phones (e.g., those belonging to visitors), which connect to the Han
as a “Guest”, a role not allowed to interact with the devices in the
“Home” domain. A security policy is shared by the phone side and
the router side. Although its enforcement happens on the router, its
compliance check is performed jointly by the router and the phone.
�e former ensures that only the authorized phone, as indicated by
its role, can access the domain involving the device. �e la�er runs
the Monitor to inspect the app and the target device’s category tags
and asks the router to let their communication �ows go through
only when the category tags are the same. Next, we describe how
individual components of the system work.
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Figure 3: HanGuard Control Message delivered over TLS.

3.2 Phone-side Situation Monitoring
In our distributed access-control system, the Monitors are deployed
as user-space apps. �ey are aiming at identifying the subject
(app) trying to access an IoT device across the HAN, and determine
whether it is authorized. Such information is delivered through a
control message to the Controller module running on the router,
informing it the context of the access a�empt (since the router
cannot see the app initiating the communication), which helps the
router enforce appropriate security policies. Note that we designed
the system in a way that the workload on the router is minimized,
which is important in maintaining the performance level needed
for serving the whole local network. More speci�cally, the Monitor
launches at boot time to establish an ongoing secure connection
with the Controller module on the router. �rough the channel, the
situation on the phone is either pushed to, or pulled by the router
(Section 3.3), enabling it to perform a per-�ow (instead of per-packet)
access control. Further, the security policies (Section 3.1) are broken
into two parts: the Monitor checks whether an app is authorized to
access a device and asks the router to enforce its decision, while
the router implements a phone-level policy check as a second line
of defense, which protects the smart-home devices even when a
phone is fully compromised.

�e communication between the Monitor and the router goes
through a TLS control channel. �e control message delivered
through the channel is in the format illustrated in Figure 3. For
example, it includes a hash of the user credentials (username, pass-
word), the sender phone’s MAC address, an identi�er for the de-
tected �ow (IP/port), an identi�er for the app making the request,
the policy’s version number and a �ag indicating whether this �ow
should be allowed or not. �e negative �ag is used to mark sus-
picious behavior (detection). Flow termination is handled by the
router (Section 3.3).

Every registered phone on the HAN, can be assigned roles instan-
tiating an RBAC (Role-Based Access Control) scheme. Furthermore,
the phone used to con�gure the router is by default designated
as the Master Controller Node (MCN) and every other phone is
designated as the Slave Controller Node (SCN). A HAN user can
update the policy through the Policy Update Manager running in
her phone’s Monitor. A Monitor accepts policy updates only when
it is running on a master node and a�er verifying its user’s cre-
dentials. A distributed Policy Update Service intermediates policy
synchronization and replication in the system. Every connected
(reachable) node gets the latest policy replica as soon as it connects
to the network or when there is an update. Unregistered devices
are automatically assigned the “Guest” role as soon as they join
the network. Each Monitor has a local in-memory replica of the
policy base, that allows it to make decisions for its own tra�c e�-
ciently, alleviating the router from further processing. Having the
policy also at the phone side is critical in SDN-like systems since it
allows for e�cient decision making by the Monitors, reduces the
bandwidth on the control channel and keeps the routers simple

and fast [49]. �is way, Monitors send only their per-�ow deci-
sion to the router instead of continuously sending all the mobile
OS-situation measurements. In the last case, the number of con-
trol messages in the HAN would exponentially increase while the
router would need to process all the measurements before making
a decision, with severe performance degradation.

Situation awareness on iOS. As mentioned earlier, the Monitor
is designed to �nd out which app is talking to an IoT device under
protection. Such information, however, is not directly given to a
non-system app on both iOS and Android. To tackle this we utilize
a new iOS capability that allows developers to proxy network tra�c.
Once this functionality is enabled by an app and approved by the
user, all network packets from all apps will traverse the network
stack and instead of being sent through the physical interface to
the remote destination, they end up in a virtual interface (tunnel).
�e tunnel will redirect those packets to the proxy app running the
VPN functionality.

iOS o�ers developers the capability to proxy network tra�c with
the NEVPNManager APIs). However, blindly tunneling apps’ tra�c
through the VPN is very expensive, o�en slowing down the mobile
system’s network performance by an order of magnitude. �is
work�ow is illustrated in Figure 4a: when an app makes a network
call this would entail, for every packet, a userspace-kernel context
switch, traversing the network stack, trapping the tra�c through
the tunnel interface and context-switching to userspace again to
deliver the network packets to the proxying app. �en the proxying
app needs to process the network headers (essentially performing
layer 3-4 translations) and then resending the packet.

Our solution is to utilize the VPN in a unique way: instead of
running the iOS Monitor to proxy the tra�c of all apps (through
the NEVPNManager APIs), which is expensive, requires a remote
VPN server and gives li�le information about the identity of the
app generating tra�c, our iOS Monitor uses the NEPacketTunnel
Provider APIs with a per-app VPN con�guration, to tunnel the
tra�c only from authorized apps (the o�cial apps of the IoT de-
vices), while leaving all other tra�c outside the tunnel to avoid
unnecessary delays. Furthermore, over the tunnel, our iOS Mon-
itor does not change the data: it merely acquires packet header
information and forwards the packet to its original destination.
A�er authenticating itself to the Controller module on the router
through TLS and its credentials, the Monitor informs the router
that the �ow in the tunnel is authorized. Other �ows towards the
IoT devices from the phone are by default considered illegitimate
and will all be dropped at the router. In this way, we can strike
a balance between the protection of legitimate IoT management
tra�c and the performance impact of the security control.

Situation awareness on Android. A straightforward way to cap-
ture tra�c from other apps on Android is to follow a similar process
with iOS and utilize the closely equivalent VPNService [6] API, in-
troduced in Android 4.0. However, the implementation of VPN on
Android is similar to the one in iOS and would entail similar over-
heads. To collect the situation information in a more lightweight
manner, HanGuard leverages side channels on Android an approach
which results in astounding performance bene�ts.

�e Android Monitor we implemented continuously looks at
the procfs �le system (see Figure 4b). procfs is a virtual �le
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Figure 4: Tra�c Monitoring Work�ow.

system which exposes the current status of an Android phone’s
kernel internal data structures. Particularly the �les proc/net/tcp,
proc/net/tcp6, proc/net/udp and proc/net/udp6 disclose the
ongoing TCP and UDP connections between the phone and a re-
mote destination, including the source/destination IP addresses of
the ongoing connection and its port numbers, the status of the
connection etc 4. �e addresses here can be either IPv4 and IPv6
(with the su�x “6”). �ese connections are also associated with a
speci�c UID that the Monitor can map to an installed app. To min-
imize operation overheads, the Monitor does not open and parse
a �le for each access. Instead it just checks the �le’s metadata
(i.e. the last modi�ed time or mtime in UNIX terms) to determine
whether the �le has been changed since the last visit. A complica-
tion here is that Android o�en �ts an IPv4 address into the IPv6
format before reporting it to the user. Such an address is auto-
matically captured by the Monitor and converted back to the IPv4
form. As an example, consider an app on a phone with an IPv4 ad-
dress 192.168.1.189 that connects to an IoT device with the address
192.168.1.32. During the app’s runtime, the connection may not
show up in proc/net/tcp but appears inside proc/net/tcp6 in-
stead with 0000000000000000FFFF 0000BD01A8C0 for the source
IP and 0000000000000000 FFFF0000200 1A8C0 for the destination.
It is clear that the IPv4 address is enclosed in the 32 least signi�cant
bits 5 and the 96 remaining bits are �xed. �e Monitor detects the
address from its �xed part and converts the rest to an IPv4 format
before communicating the app’s identity to the router through a
control message. Note that Android su�ers from the repackaged
apps problem [97]. To address this the Android Monitor uses a
package’s signature to verify apps claiming the identity of policy-
controlled apps.

3.3 Router-side Policy Enforcement
�e design of the controller module mainly focuses on synchroniz-
ing security policies across all the systems within the HAN and
enforcing these policies on the router, as illustrated in Figure 5.
More speci�cally, the module maintains a Master Policy Replica,
and runs a Policy Update Service responsible for updating the poli-
cies and distributing them across registered Monitors. Further, the
Controller module introduces a Per-Flow Decision Cache (PFDC) for
keeping the access decisions (on the app level) pushed by (or pulled

4Note that iOS does not reveal to an app the information about other processes through
its procfs �le system. Before iOS 9, one could use the system call sysctl to access
such information. �is channel has been closed since then.
5in li�le-endian order, presented using four-byte hexadecimals
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from) theMonitors, and a Garbage Collection Service (GCS) for main-
taining the cache. It also hooks on the router’s packet �ow for the
policy enforcement. Due to space limitations, we omit discussion
of the policy synchronization and focus on the policy enforcement.
Receiving decisions. By default the router blocks all �ows to IoT
devices. As mentioned earlier, app-level access control on the router
relies on decisions made by the Monitor and delivered to the router
through the control channel. To e�ectively enforce such decisions
on a tra�c �ow, the Controller module is designed to e�ciently
authenticate and process the control messages to avoid holding up
the legitimate interactions with the target IoT device. Speci�cally,
the Controller module maintains TLS connections with theMonitors
through a userspace program. When a decision from a Monitor
arrives, a�er the successful TLS Monitor certi�cate validation, the
router checks the policy version and the sender user’s credentials,
and once these are also validated, it passes the decision’s �ow ID
(source IP and port, destination IP and port) to the kernel that
updates the PFDC using the �ow ID as the key to record the valida-
tion/invalidation decision on the �ow, which is then enforced by
the router. We highlight that data �ows are �rst checked against a
phone-level policy which ensures that the �ow comes from a valid
HAN phone.

Supporting this decision-making process requires an e�cient
userspace to kernel communication mechanism (for the router).
Although this can be achieved through system calls, ioctl calls
or procfs �les, these approaches are either complicated to imple-
ment or unable to handle asynchronous interactions. Our solution
employs the netlink socket IPC mechanism for the user-kernel
communication, which can be easily built (without changing the
kernel) and are asynchronous in nature: it queues incoming mes-
sages and noti�es the receiver through a handler callback. In our
implementation, the callback spawns a worker thread that processes
the message and updates the PFDC, either by inserting a valid �ow
or removing an invalid �ow.

�e PFDC is loaded at the router’s boot time from its persistent
storage. It holds the following information per-�ow: the �ow ID,
the �ow validation/invalidation �ag, the requesting app and the data
last seen time. �is cache is used for enforcing app-level policies
(whether a speci�c app is allowed to access a device), for the purpose
of enhancing the existing �ow-control capability of the router,
which cannot di�erentiate two �ows from the same IP and port but
produced by di�erent apps. By searching the cache, the router can
apply the app-level access decision upon the whole �ow, instead for
every individual packet, an advantage over deep packet inspection
and tra�c �ngerprinting techniques. To limit the amount of the
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resources the cache uses, a Garbage Collector Service (GCS) is run to
remove the obsolete records with the oldest data last seen time. To
prevent DoS a�acks where a Monitor a�empts to �ood the cache, a
per-phone limit is applied.
Enforcement. �e router enforces phone-level and app-level poli-
cies. For the former, it checks every packet to determine whether
it originates from a phone which is allowed to access a particular
IoT device. Phones and IoT devices are identi�ed based on their
MAC addresses. MAC-IP associations are statically de�ned during
a new device enrollment. For app-level policies, the router checks
the PFDC cache to determine whether the �ow is generated from
a valid app. A technical challenge in implementing the protection
is where to place the security control within the existing router
infrastructure. On a Linux-enabled system used by the router, once
a packet is received, it is put by the link layer into a backlog queue
from which the IP layer pulls packets for checksum checking and
routing decisions. If the packet is destined for the current machine,
it is passed to the transport layer. If not the packet is forwarded.
Apparently, the security control should happen on the IP layer (e.g.
in the ip forward() function). However, a packet might follow a
di�erent path within the kernel depending on whether the current
system is con�gured to run as a bridge or a router. For example,
in a bridge mode, no layer 3 operation is involved and as a result
the aforementioned function will never operate on the packet. Our
solution is to place the Controller hook in dev queue xmit(), a
generic driver function, ensuring that no packet bypasses the check.

To minimize the impact on �ows unrelated to the smart-home de-
vices, the HanGuard-enhanced router quickly inspects each packet
it receives to determine whether further a�ention is needed. Specif-
ically, a TCP �ow is considered interesting if its destination MAC
address is associated with an enrolled IoT device. Packets not ��ing
this description are forwarded without a delay, and others are �rst
handled according to the phone-level policy (whether the phone
can access the IoT device) stored at the router, and then the app-
level policy (whether the app can do that) which is based upon the
validation �ag set by the Monitor. For the packet allowed to go
through, its �ow’s last seen time is updated to the packet’s arrival
time. HanGuard helps its users detect and react to spurious access
a�empts with its noti�cation mechanism: HanGuard (1) keeps a log,
and (2) sends out-of-band noti�cations to the admin user when a
violation or tampering of the policy is a�empted.
Flow Termination. A determined adversary could a�empt to ex-
ploit the fact that a �ow from a co-located app is allowed. For
example, it could wait for the benign app to release its port and
a�empt to send a packet before the Monitor informs the router
to invalidate the �ow. For TCP �ows, the router prevents such
a�acks: it proactively invalidates a validated TCP �ow, when it sees
its corresponding TCP FIN packet and then handles the session
termination. For UDP, the situation is more complex. UDP is an
unreliable protocol with no clear indications of a session estab-
lishment/termination. HanGuard can be con�gured to handle UDP
�ows in two ways: (a) in a STOP-AND-WAIT mode, for every packet,
it pulls a decision from its Monitor. If between the time the packet
is received by the router and the decision request is received by the
Monitor, no other app on the same device a�empted to send a UDP
packet to the same target IoT device, then and only then the packet

is allowed. �is is a security stringent policy that prevents the
a�ack. However, it comes with performance penalties since every
packet is delayed approximately by one RTT. (b) In the DETECTION
mode, the Monitor pushes a �ow invalidation decision when the
benign app releases the port. In this case, a malicious UDP packet
from an Android app could make it through before the decision
is enforced. However, the Monitor will (a) detect the malicious
a�empt; (b) can determine the o�ending app and; (c) can deter-
mine the a�ected device (destination). Once a violation is detected
the user is noti�ed to verify the status of the a�ected device and
uninstall the o�ending app which is also blacklisted in the policy.
On iOS such race a�acks are always prevented: o�ending tunelled
tra�c is blocked on the phone whereas non-tunneled tra�c to IoT
devices is blocked at the router.

4 EMPIRICAL EVALUATION
We implemented a prototype of HanGuard—in DETECT mode for
UDP (Section 3.3)—on top of a TP-Link WDR4300v1 router with
a Gb NIC and a wireless network at the 2.4 GHz band (300Mbps)
running OpenWRT Chaos Chalmer with a Linux 4.1.16 kernel, and
also Nexus phones running Android 5 (Lollipop) and an iPhone 4S
running iOS 9. Our work answers the following research questions:

• RQ1: Is HanGuard e�ective in thwarting a�acks from malicious
applications?

• RQ2: What is the performance impact and resource consumption
of the Monitors on the phone side?

• RQ3: What is the overall overhead of HanGuard?

4.1 E�ectiveness
To answer RQ1 and verify HanGuard’s backward compatibility and
practicality, we repeated our a�acks on real world smart-home
devices (listed in Table 1). We performed the following two experi-
ments: (A) �rst we set up the target IoT devices over the “Vanilla”
system (without HanGuard components), and further installed a
repackaged version of their legitimate app on the phone to mimic
the adversary; (B) next, we updated the router with HanGuard-
enhanced �rmware, and also put our Monitor app on the same
phone with a policy that allows the phone and the benign app
to access the target IoT device. Under this protected se�ing, we
repeated experiment (A), using the phone with the Monitor app to
set up the IoT devices. As expected, both the original app and the
repackaged one could access the devices in the Vanilla system. With
HanGuard enabled, only the o�cial apps on the phone running the
Monitor app could communicate with their respective IoT devices ,
which con�rms the e�ectiveness of the access control enforced by
HanGuard and its backward compatibility (see [7] for demos).

4.2 Phone-side Performance

Monitoring cost on Android. On Android, the Monitor contin-
uously polls the procfs �le system to detect ongoing network
connections. Here we report our study on two monitoring strate-
gies and their performance impacts. Speci�cally, we con�gured the
Android Monitor on a Nexus phone to inspect the procfs �le sys-
tem in di�erent granularity (every 5ms, 10ms, 20ms, 30ms, 100ms).
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Figure 6: Monitoring Costs.

A�er running for 30 seconds, theMonitor went through every single
�le line to check the presence of interesting network connections,
a strategy called the Naive mode. �e approach was compared with
another strategy, called the Smarter mode, which �rst looked at
the last modi�ed time of a �le before accessing its content. �e
outcomes of the study are illustrated in Figure 6a. As we can see,
the Smarter strategy clearly can poll at a �ner granularity (5 ms),
given that it reads much fewer �le lines compared with the Naive
approach (Figure 6b), which is translated to less work per iteration
in the common case.

We further looked into the resource consumption of theMonitor.
For this purpose, we con�gured the Monitor to poll at 10 ms and
recorded its CPU and ba�ery consumption for both the Naive and
Smarter mode. On the same Nexus 5 phone, we also ran Trepn [68]
by�alcomm to collect the baseline power pro�le of the phone for
30 seconds before running ourMonitor app for 2 minutes. Figure 6c
illustrates the average ba�ery consumption that can be a�ributed
to the Monitor, and Figure 6d shows the average CPU usage (�rst
4 bars). To put things into perspective, we compared our Monitor
with a popular Antivirus app in scanning mode and the de facto
mailing app on Android (Gmail). As we can see from the �gures,
the power consumption of the naive approach is comparable to an
antivirus app performing an expensive operation while the smarter
mode’s is comparable with Gmail which is optimized to always run
in the background.

Monitoring cost on iOS. To evaluate the iOS Monitor’s resource
consumption, we used Instruments [9], a performance analysis and
testing tool which is part of the o�cial Apple IDE (Xcode [10]).
Figure 6d depicts the % CPU utilization that can be a�ributed to a
runtime process, where measurements on iOS are indicated with
* (last 3 bars): the Monitor when proxying a TCP app that sends
500 messages with payload size equal to one character; the Monitor
when proxying an equivalent UDP app; and YouTube while stream-
ing a video con�gured to auto-select its quality. �e �gure re�ects
the fact that the iOSMonitor does a lot of work when proxying TCP
tra�c: this is expected as TCP is a connection oriented protocol and
the Monitor needs to guarantee reliable delivery of the packets. For
UDP theMonitor does very li�le work. In idle mode (not proxying),
theMonitor incurred no CPU overhead. Instruments can also report
the Energy Use Level of an app at runtime as a value from 0 to 20.
In all experiments the reported value was consistently 0/20.
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Figure 7: TCP and UDP�ow detection accuracy for di�erent
AndroidMonitor con�gurations and for the iOSMonitor.
Detection accuracy. �eMonitor’s goal is to detect an interesting
�ow generated on the phone. For iOS the detection accuracy is
100% since all packets from interesting apps are routed through the
Monitor’s VPN. For the Android Monitor though, the situation is
more complicated. For example, an interesting app might quickly
set up a socket, send a packet and then close the connection. �e
Android Monitor’s detection accuracy depends on whether it can
catch such events given its polling interval. To answer this question
we created a micro-benchmark that includes a TCP and a UDP app
connecting to a TCP and UDP echo server respectively. �ey both
stop the communication once the server response is received. Again,
we ran the Monitor in the Smarter mode 10 times for each of the
following polling con�gurations: 150ms, 100ms, 30ms and 10ms.
We found (see Figure 7) that the 10ms con�guration could always
detect outgoing TCP and UDP connections.

4.3 Communication Overhead
To answer RQ3, we assess the overall performance overhead of
HanGuard, as this can be observed from a mobile app. We cre-
ated a baseline by performing our experiments below on the un-
modi�ed system (Vanilla). To evaluate HanGuard communication
overheads we repeated the experiments on HanGuard with the re-
spective benchmark app being either policy-protected (Managed)
or not protected (Unmanaged).

Application latency. We ran the TCP and UDP apps individually,
con�gured to send 100 messages each. Figure 8a depicts the mean
latency in milliseconds (ms) for a TCP message and a UDP message
for Android. �e latency is measured as round trip time (RTT)
on the mobile app. In particular we measured the time interval
between the API call to send the message and the time that the
message is returned by the server and delivered to the application
layer. As we can observe, HanGuard introduces negligible latency
for Managed apps on Android.
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Figure 9: Application-level throughput (TCP).

In Figure 8b we can see that there is a big increase on TCP packet
latency for the Managed apps on iOS. Nevertheless, in practice this
is o�en tolerable, since most devices are actuators and sensors that
create mice �ows delivering a small amount of information: for ex-
ample, it is completely imperceptible when the delay for switching
a light grows from a few milliseconds to tens of milliseconds. �is
Figure also reveals an important bene�t of our design: the security
controls have negligible impact on Unmanaged apps, on both Android
and iOS devices, for both UDP and TCP.

Application throughput. To measure HanGuard’s throughput
overhead, we use our benchmark apps to transmit a �le of 20MB to
their server counterparts. We repeated the experiment 10 times. Fig-
ure 9 plots the throughput CDF for Android and iOS (*). Evidently,
HanGuard has negligible impact on throughput for all Android apps
and iOS unmanaged apps. Our evaluation also reveals an inter-
esting case: throughput drops signi�cantly—but only—for the iOS
Managed apps 6. �is happens because the iOS Monitor implemen-
tation uses the built in VPN utility of the OS.�us, it has to inspect
every packet for managed apps (see Figure 4a). �is is a security,
performance trade-o� we had to address. We opted-in for security.

5 RELATEDWORK

IoT attacks. Recent works demonstrated a�acks on IoT devices [26,
63, 75, 76, 82, 96]. Fernandes et.al. found vulnerabilities on Smart-
�ings’ applications [26]. �eir work focuses on a speci�c IoT hub
that can integrate third-party IoT devices, whereas HanGuard is
applicable to an infrastructure that exists in almost all households
with IoT devices. [63, 82], revealed vulnerabilities on smart-home
devices. However they consider an adversary on a separate device.
[75] considers an intricate mobile adversary which colludes with
6In practice this will only a�ect real-time streaming services o�ered by such app-device
connections. Actuators and sensors will not exhibit a noticeable e�ect.

a cloud. We illustrate that the mobile adversary can succeed with
minimal e�ort. All reported a�acks further motivate the need for
practical smart-home defenses.

Android side-channels and network monitors. Several works
focused on acquiring information for other processes using side-
channels on Android [42, 96, 98, 100]. [96] also utilized side channel
information for defence purposes. [50] used the VPN service on
Android for passive monitoring of mobile apps to collect user tra�c
information for analysis. However, it redirects all packets to a
server that further routes the packets. �is raises privacy concerns
which we avoid by implementing the routing functionality locally.

Access control. �ere have been various works on home access
control which we classify in three major areas: surveys [25, 31, 90];
access control systems [5, 23, 27, 47, 51, 76]; and user studies for
usable policy speci�cations [48, 54]. More relevant to our work is
the second. Nonetheless, most of these systems assume a clean-
slate design where the OSes of participating nodes can be modi�ed.
Our solution is backward compatible: it requires just a so�ware
upgrade on the Home’s router and downloading an app on the
phone. Other work focused on access control enforced on the
mobile phones [16, 24, 77]. Demetriou et. al. [24] enforced local
policies to control access to personal devices while our target is to
enforce a distributed policy on shared devices.

IDS and Firewalls. Work on intrusion detection systems (IDS),
personal and application �rewalls [8, 19, 21, 44], focuses either
solely at the host or at a network node, or only at the network layer.
HanGuard is distributed, consolidating application level semantics
from hosts, and network level information from the network node.
Furthermore, we do not require experts to set up policies.

6 CONCLUSION
In this work we presented HanGuard, a system that can enforce ac-
cess control policies in a HAN among user phones and IoT devices.
HanGuard uses a new SDN approach applied on HAN: it employs sit-
uation awareness on users’ phones through a userspaceMonitor app
that detects whether an authorized app is establishing a network
�ow with a target IoT device; Monitors push decisions to the HAN
router bridging the gap between network and application-level
semantics. �is technique allows the router to enforce �ne-grained
access control based on a global policy protecting access to HAN
IoT devices. HanGuard does not require mobile OSes modi�cations,
any IoT device modi�cations, or new router hardware. It is back-
ward compatible with the existing HAN infrastructure, and was
implemented and evaluated in a realistic HAN se�ing, verifying
both its practicality and e�ectiveness.
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A BEYOND THE APP-LEVEL ADVERSARY

Access from unauthorized authenticated guest phone. Con-
sider the following cases: (a) a guest phone’s role is only allowed
to access the unprotected domain. If the target IoT device’s type
is in another domain, the router will reject the o�ending packets.
(b) A guest phone might claim the identity of one of the HAN’s
Monitors. However, HanGuard uses static IPs which are asso-
ciated with phones/devices MAC addresses during setup by
the admin role. Any a�empt to claim a reserved IP (arp-spoo�ng)
or MAC address (MAC-spoo�ng) is validated through the control
channel. �e guest phone will fail the validation, the admin user is
noti�ed out-of-band and the culprit is removed form the network.

Compromised HAN user phones. Preventing phone compro-
mises is out of the scope of this work since other solutions already
exist and even deployed on commodity smartphones [1, 4, 12, 53,
87, 93]. For example, SELinux for Android [78] uses mandatory
access control to ensure that even compromised system processes
are restricted, and is deployed on all Android phones with version

4.4. and higher (more than 60% in 2015 [84]). Most Android phones
are equipped with ARM processors [2] with TrustZone [1] which
can be utilized for solutions stemming from the trusted computing
domain. TZ-RKP [12] is a real-time kernel protection technique
deployed on Samsung Galaxy phones that ensures the kernel in-
tegrity using the ARM TrustZone secure world. iOS devices have
the Secure Enclave, a secure co-processor that is used to guaran-
tee secure boot [4]. However, even if a phone is compromised,
HanGuard can guarantee phone-level protection. We illustrate this
with the following examples:

(a) An unauthorized phone might a�empt to access an IoT device.
Assuming it acquires the user credentials and the Monitor certi�-
cate, it can try to push a rule to the router to allow its �ow. However,
the router detects that the rule comes from a device whose role is
not allowed to access the type of the target device and rejects the
rule. (b) �e phone might a�empt to update the policy in its favor.
Such a�empts by a non-admin device—determined by the device
MAC:IP address pair, Monitor certi�cate, and the user credentials—
will be rejected. Even if the admin device and its user credentials
are compromised and an update is pushed, the admin user always
gets noti�ed out-of-band. �us she can revoke the update and take
action. (c) �e phone, might try to �ood the �ow decision cache.
�is would force the GCS service to retire older �ows, essentially
invalidating benign �ows and causing DoS. To tackle this, we rate
limit the �ows a particular device can create. If that limit is sur-
passed, the device is penalized by having the router dropping all
its packets for a few minutes. During that time, no �ow entries
will be added in the decision cache originating from that device. In
all cases, HanGuard triggers its out-of-band noti�cation mechanism
when it detects a violation.

WPA2-PSK authentication and HanGuard network partition.
On a typical WLAN node, once a subnetwork is created it can be
con�gured to use a Service Set Identi�er (SSID) and the WPA2-PSK
security protocol. WPA2-PSK derives a unique pairwise transient
key to encrypt the communication tra�c between individual nodes
on a HAN and the router. However, all keys are derived from the
same SSID and a secret passphrase shared across all the nodes.
As a result, a compromised phone could potentially use the key
to directly connect to an IoT device, bypassing the router-level
protection. To address this threat, HanGuard partitions the HAN
into two default subnetworks, each with their own SSID/passphrase
pair, one for user phones, PCs and laptops, and the other for IoT
devices. �is ensures that even a fully compromised phone cannot
acquire the secret key used by smart-home devices.

Remote adversary. Commonly, an IoT device behind the NAT
initiates a connection to its cloud, through which the cloud learns
the device’s external IP and port. If this information is exposed
to an adversary, she can gain unfe�ered access to the device [43,
52, 73, 74]. To mitigate this, HanGuard uses a port-restricted
cone NAT on the router, which ensures that only the �ows from
the remote IP:port pairs contacted before by a local device can
reach that device. Note that this NAT mode is supported by most
smart-home devices on the market [41, 58, 89, 91].
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